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# Задача лабораторной работы

Разработать программу, реализующую метод Ньютона-Рафсона.

Найти безусловный экстремум функции, выбранной в соответствии с заданием, с использованием разработанной программы.

# Листинг программы

Point.cs

using System;

namespace ConsoleApp1

{

class Point

{

public double X { get; set; }

public double Y { get; set; }

/// <summary>

/// Конструктор

/// </summary>

/// <param name="x"></param>

/// <param name="y"></param>

public Point(double x, double y)

{

X = x;

Y = y;

}

public Point(Matrix m)

{

if (m.N != 2 && m.M!= 1)

return;

X = m.Element[0, 0];

Y = m.Element[1, 0];

}

/// <summary>

/// Длина

/// </summary>

/// <returns></returns>

public double GetLength()

{

return Math.Sqrt(X \* X + Y \* Y);

}

/// <summary>

/// Сложение

/// </summary>

/// <param name="p1"></param>

/// <param name="p2"></param>

/// <returns></returns>

public static Point operator +(Point p1, Point p2)

{

return new Point(p1.X + p2.X, p1.Y + p2.Y);

}

/// <summary>

/// Вычитание

/// </summary>

/// <param name="p1"></param>

/// <param name="p2"></param>

/// <returns></returns>

public static Point operator -(Point p1, Point p2)

{

return new Point(p1.X - p2.X, p1.Y - p2.Y);

}

/// <summary>

/// Скалярное произведение

/// </summary>

/// <param name="p1"></param>

/// <param name="p2"></param>

/// <returns></returns>

public static double operator \*(Point p1, Point p2)

{

return p1.X \* p2.X + p1.Y \* p2.Y;

}

/// <summary>

/// Произведение на число

/// </summary>

/// <param name="p1"></param>

/// <param name="c"></param>

/// <returns></returns>

public static Point operator \*(Point p1, double c)

{

return new Point (p1.X \* c, p1.Y \* c);

}

public static Point operator \*(double c, Point p1)

{

return new Point(c \* p1.X, c \* p1.Y);

}

/// <summary>

/// Деление на число

/// </summary>

/// <param name="p1"></param>

/// <param name="p2"></param>

/// <returns></returns>

public static Point operator /(double c, Point p1)

{

return new Point(c / p1.X, c / p1.Y);

}

public static Point operator /(Point p1, double c)

{

return new Point(p1.X / c, p1.Y / c);

}

}

}

Matrix.cs

using System;

using System.Collections.Generic;

namespace ConsoleApp1

{

class Matrix

{

public double[,] Element { get; set; }

public int N { get; set; }

public int M { get; set; }

/// <summary>

/// Конструкторы

/// </summary>

/// <param name="points"></param>

public Matrix(Matrix m)

{

N = m.N;

M = m.M; // для Point

Element = new double[N, M];

for (int i = 0; i < N; i++)

for (int j = 0; j < M; j++)

Element[i, j] = m.Element[i, j];

}

public Matrix(List<Point> points)

{

N = points.Count;

M = 2; // для Point

Element = new double[N, M];

for (int i = 0; i < N; i++)

{

Element[i, 0] = points[i].X;

Element[i, 1] = points[i].Y;

}

}

public Matrix(Point[] points)

{

N = points.Length;

M = 2; // для Point

Element = new double[N, M];

for (int i = 0; i < N; i++)

{

Element[i, 0] = points[i].X;

Element[i, 1] = points[i].Y;

}

}

public Matrix(Point point)

{

N = 1;

M = 2;

Element = new double[N, M];

Element[0, 0] = point.X;

Element[0, 1] = point.Y;

}

public Matrix(double element)

{

N = 1;

M = 1;

Element = new double[N, M];

Element[0, 0] = element;

}

public Matrix(int n = 2, int m = 2)

{

N = n;

M = m;

Element = new double[N, M];

}

/// <summary>

/// Транспонирование

/// </summary>

/// <param name="m1"></param>

/// <returns></returns>

public static Matrix Transpose(Matrix m1) // +

{

Matrix m = new Matrix(m1.M, m1.N);

for (int i = 0; i < m.N; i++)

for (int j = 0; j < m.M; j++)

m.Element[i, j] = m1.Element[j, i];

return m;

}

/// <summary>

/// Обратная матрица

/// </summary>

/// <param name="m1"></param>

/// <returns></returns>

public static Matrix Inverse(Matrix m1)

{

if (m1.N != m1.M)

return null;

int n = m1.N;

Matrix m = new Matrix(m1);

// Делаем единичную матрицу

for (int i = 0; i < n; i++)

for (int j = 0; j < n; j++)

{

if (i == j)

m.Element[i, j] = 1;

else

m.Element[i, j] = 0;

}

// Вычисляем обратную матрицу

double arg;

for (int j = 0; j < n; j++)

for (int i = 0; i < n; i++)

{

if (i == j)

continue;

arg = m1.Element[i, j] / m1.Element[j, j];

for (int k = 0; k < n; k++)

{

m1.Element[i, k] = m1.Element[i, k] - m1.Element[j, k] \* arg;

m.Element[i, k] = m.Element[i, k] - m.Element[j, k] \* arg;

}

}

for (int j = 0; j < n; j++)

for (int i = 0; i < n; i++)

{

if (i == j)

{

arg = m1.Element[i, j];

for (int k = 0; k < n; k++)

{

m1.Element[i, k] = m1.Element[i, k] / arg;

m.Element[i, k] = m.Element[i, k] / arg;

}

}

}

return m;

}

/// <summary>

/// Детерминант матрицы

/// </summary>

/// <param name="m1"></param>

/// <returns></returns>

public static double Determinant(Matrix m1)

{

if (m1.N != m1.M)

return 0;

int n = m1.N;

double result = 0;

if (n == 1)

return m1.Element[0, 0];

else if (n == 2)

return m1.Element[0, 0] \* m1.Element[1, 1] - m1.Element[0, 1] \* m1.Element[1, 0];

for (int k = 0; k < n; k++)

{

Matrix m = new Matrix(m1.N - 1, m1.M - 1);

for (int i = 0; i < m.N; i++)

for (int j = 0; j < m.M; j++)

m.Element[i, j] = (j < k) ? m1.Element[i + 1, j] : m1.Element[i + 1, j + 1];

result += Math.Pow(-1, 2 + k) \* m1.Element[0, k] \* Determinant(m);

}

return result;

}

/// <summary>

/// Умножение

/// </summary>

/// <param name="m1"></param>

/// <param name="m2"></param>

/// <returns></returns>

public static Matrix operator \*(Matrix m1, Matrix m2) // +

{

Matrix m = new Matrix(m1.N, m2.M);

if (m1.N == 1 && m1.M == 1)

{

m = m1.Element[0, 0] \* m2;

return m;

}

else if (m2.N == 1 && m2.M == 1)

{

m = m1 \* m2.Element[0, 0];

return m;

}

else if (m1.M != m2.N)

return null;

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.M; j++)

for (int k = 0; k < m2.N; k++)

m.Element[i, j] += m1.Element[i, k] \* m2.Element[k, j];

return m;

}

public static Point operator \*(Matrix m1, Point p) // +

{

Matrix m2 = new Matrix(p);

m2 = Transpose(m2); // Транспонируем

if (m1.M != m2.N)

return null;

Matrix m = new Matrix(m1.N, m2.M);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.M; j++)

for (int k = 0; k < m2.N; k++)

m.Element[i, j] += m1.Element[i, k] \* m2.Element[k, j];

p = new Point(m);

return p;

}

public static Point operator \*(Point p, Matrix m2)

{

Matrix m1 = new Matrix(p);

if (m1.M != m2.N)

return null;

Matrix m = new Matrix(m1.N, m2.M);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.M; j++)

for (int k = 0; k < m2.N; k++)

m.Element[i, j] += m1.Element[i, k] \* m2.Element[k, j];

p = new Point(m);

return p;

}

public static Matrix operator \*(Matrix m1, double c)

{

Matrix m = new Matrix(m1.N, m1.M);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m1.N; j++)

m.Element[i, j] = m1.Element[i, j] \* c;

return m;

}

public static Matrix operator \*(double c, Matrix m1)

{

Matrix m = new Matrix(m1.N, m1.M);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m1.N; j++)

m.Element[i, j] = c \* m1.Element[i, j];

return m;

}

/// <summary>

/// Деление

/// </summary>

/// <param name="m1"></param>

/// <param name="m2"></param>

/// <returns></returns>

public static Matrix operator /(Matrix m1, Matrix m2) // +

{

Matrix m = new Matrix(m1.N, m2.M);

if (m1.N == 1 && m1.M == 1)

{

m = m1.Element[0, 0] / m2;

return m;

}

else if (m2.N == 1 && m2.M == 1)

{

m = m1 / m2.Element[0, 0];

return m;

}

else if (m1.M != m2.N)

return null;

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.M; j++)

for (int k = 0; k < m2.N; k++)

m.Element[i, j] += m1.Element[i, k] \* (1 / m2.Element[k, j]);

return m;

}

public static Matrix operator /(Matrix m1, double c)

{

Matrix m = new Matrix(m1.N, m1.M);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m1.N; j++)

m.Element[i, j] = m1.Element[i, j] / c;

return m;

}

public static Matrix operator /(double c, Matrix m1)

{

Matrix m = new Matrix(m1.N, m1.M);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m1.N; j++)

m.Element[i, j] = c / m1.Element[i, j];

return m;

}

/// <summary>

/// Вычитание

/// </summary>

/// <param name="m1"></param>

/// <param name="m2"></param>

/// <returns></returns>

public static Matrix operator -(Matrix m1, Matrix m2) // +

{

Matrix m = new Matrix(m1.N, m2.M);

if (m1.N == 1 && m1.M == 1)

{

m = m1.Element[0, 0] - m2;

return m;

}

else if (m2.N == 1 && m2.M == 1)

{

m = m1 - m2.Element[0, 0];

return m;

}

else if (m1.N != m2.N && m1.M != m2.M)

return null;

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.N; j++)

m.Element[i, j] = m1.Element[i, j] - m2.Element[i, j];

return m;

}

public static Matrix operator -(Matrix m1, Point p)

{

Matrix m2 = new Matrix(p);

if (m1.N != m2.N && m1.M != m2.M)

return null;

Matrix m = new Matrix(m1.N);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.N; j++)

m.Element[i, j] = m1.Element[i, j] - m2.Element[i, j];

return m;

}

public static Matrix operator -(Point p, Matrix m2)

{

Matrix m1 = new Matrix(p);

if (m1.N != m2.N && m1.M != m2.M)

return null;

Matrix m = new Matrix(m1.N);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.N; j++)

m.Element[i, j] = m1.Element[i, j] - m2.Element[i, j];

return m;

}

public static Matrix operator -(Matrix m1, double c)

{

Matrix m = new Matrix(m1.N);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m1.M; j++)

m.Element[i, j] = m1.Element[i, j] - c;

return m;

}

public static Matrix operator -(double c, Matrix m1)

{

Matrix m = new Matrix(m1.N);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m1.M; j++)

m.Element[i, j] = c - m1.Element[i, j];

return m;

}

/// <summary>

/// Сложение

/// </summary>

/// <param name="m1"></param>

/// <param name="m2"></param>

/// <returns></returns>

public static Matrix operator +(Matrix m1, Matrix m2)

{

Matrix m = new Matrix(m1.N, m2.M);

if (m1.N == 1 && m1.M == 1)

{

m = m1.Element[0, 0] + m2;

return m;

}

else if (m2.N == 1 && m2.M == 1)

{

m = m1 + m2.Element[0, 0];

return m;

}

else if (m1.N != m2.N && m1.M != m2.M)

return null;

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.N; j++)

m.Element[i, j] = m1.Element[i, j] + m2.Element[i, j];

return m;

}

public static Matrix operator +(Matrix m1, Point p)

{

Matrix m2 = new Matrix(p);

if (m1.N != m2.N && m1.M != m2.M)

return null;

Matrix m = new Matrix(m1.N);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.N; j++)

m.Element[i, j] = m1.Element[i, j] + m2.Element[i, j];

return m;

}

public static Matrix operator +(Point p, Matrix m2)

{

Matrix m1 = new Matrix(p);

if (m1.N != m2.N && m1.M != m2.M)

return null;

Matrix m = new Matrix(m1.N);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m2.N; j++)

m.Element[i, j] = m1.Element[i, j] + m2.Element[i, j];

return m;

}

public static Matrix operator +(Matrix m1, double c)

{

Matrix m = new Matrix(m1.N);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m1.M; j++)

m.Element[i, j] = m1.Element[i, j] + c;

return m;

}

public static Matrix operator +(double c, Matrix m1)

{

Matrix m = new Matrix(m1.N);

for (int i = 0; i < m1.N; i++)

for (int j = 0; j < m1.M; j++)

m.Element[i, j] = c + m1.Element[i, j];

return m;

}

}

}

Program.cs

using System;

using System.Collections.Generic;

using System.Diagnostics;

namespace ConsoleApp1

{

class Program

{

/// <summary>

/// Функция

/// </summary>

/// <param name="p"></param>

/// <returns></returns>

static double Func(Point p) => Math.Pow(p.Y, 2) + 6 \* Math.Pow(p.X, 2) + 5 \* p.X + 2 \* p.Y + 1;

//2 \* Math.Pow(p.X, 2) + p.X \* p.Y + Math.Pow(p.Y, 2);

/// <summary>

/// Первая производная F'x

/// </summary>

/// <param name="p"></param>

/// <returns></returns>

static double Derrivate\_dx(Point p)

{

double dx = 0.001;

return (Func(new Point(p.X + dx, p.Y)) - Func(p)) / dx;

}

/// <summary>

/// Первая производная F'y

/// </summary>

/// <param name="p"></param>

/// <returns></returns>

static double Derrivate\_dy(Point p)

{

double dy = 0.001;

return (Func(new Point(p.X, p.Y + dy)) - Func(p)) / dy;

}

/// <summary>

/// Вторая производная F''x

/// </summary>

/// <param name="p"></param>

/// <returns></returns>

static double Derrivate2\_dxdx(Point p)

{

double dx = 0.001;

return (Derrivate\_dx(new Point(p.X + dx, p.Y)) - Derrivate\_dx(p)) / dx;

}

/// <summary>

/// Смешанная производная F''xy

/// </summary>

/// <param name="p"></param>

/// <returns></returns>

static double Derrivate2\_dxdy(Point p)

{

double dx = 0.001;

return (Derrivate\_dy(new Point(p.X + dx, p.Y)) - Derrivate\_dy(p)) / dx;

}

/// <summary>

/// Вторая производная F''y

/// </summary>

/// <param name="p"></param>

/// <returns></returns>

static double Derrivate2\_dydy(Point p)

{

double dy = 0.001;

return (Derrivate\_dy(new Point(p.X, p.Y + dy)) - Derrivate\_dy(p)) / dy;

}

/// <summary>

/// Смешанная производная F''yx

/// </summary>

/// <param name="p"></param>

/// <returns></returns>

static double Derrivate2\_dydx(Point p)

{

double dy = 0.001;

return (Derrivate\_dx(new Point(p.X, p.Y + dy)) - Derrivate\_dx(p)) / dy;

}

/// <summary>

/// Создать матрицу Гессе

/// </summary>

/// <param name="p"></param>

/// <returns></returns>

static Matrix Create\_H(Point p)

{

Matrix m = new Matrix();

m.Element[0, 0] = Derrivate2\_dxdx(p);

m.Element[0, 1] = Derrivate2\_dxdy(p);

m.Element[1, 0] = Derrivate2\_dydx(p);

m.Element[1, 1] = Derrivate2\_dydy(p);

return m;

}

/// <summary>

/// Градиент функции в точке

/// </summary>

/// <param name="p"></param>

/// <returns></returns>

static Point GradFunc(Point p)

{

double derX = Derrivate\_dx(p);

double derY = Derrivate\_dy(p);

return new Point(derX, derY);

}

/// <summary>

/// Функция для поиска экстремума

/// </summary>

/// <param name="p"></param>

/// <param name="t"></param>

/// <param name="d"></param>

/// <returns></returns>

static double FuncExtremum(Point p, double t, Point d) => Math.Pow(p.Y + t \* d.Y, 2) +

6 \* Math.Pow(p.X + t \* d.X, 2) + 5 \* (p.X + t \* d.X) + 2 \* (p.Y + t \* d.Y) + 1;

//2 \* Math.Pow(p.X + t \* d.X, 2) + (p.X + t \* d.X) \* (p.Y + t \* d.Y) + Math.Pow(p.Y + t \* d.Y, 2);

/// <summary>

/// Поиск экстремума методом одномерной минимизации (золотого сечения)

/// </summary>

/// <param name="p"></param>

/// <param name="d"></param>

/// <returns></returns>

static double FindExtremum(Point p, Point d)

{

double a = p.X + 100; // Левая граница по X начальной точки

double b = p.X - 100; // Правая граница по X начальной точки

double eps = 0.001;

double x = 0;

double y = 0;

double Fy = 0;

double z = 0;

double Fz = 0;

double length = 0;

int k = 0;

// Step 1

length = b - a;

// Step 2

k = 0;

// Step 3

y = a + ((3 - Math.Sqrt(5)) / 2) \* (b - a);

z = a + b - y;

while (true)

{

// Step 4

Fy = FuncExtremum(p, y, d);

Fz = FuncExtremum(p, z, d);

// Step 5

if (Fy <= Fz)

{

// a = a;

b = z;

z = y;

y = a + b - y;

}

else

{

a = y;

// b = b;

y = z;

z = a + b - z;

}

// Step 6

double delta = Math.Abs(a - b);

if (delta <= eps)

{

x = (a + b) / 2;

break;

}

else

{

k++;

}

}

return x;

}

/// <summary>

/// Вывести результат в консоль

/// </summary>

/// <param name="resultPoint"></param>

/// <param name="steps"></param>

static void PrintResult(Point resultPoint, int steps)

{

double result = Func(resultPoint);

Console.WriteLine("X = " + resultPoint.X + "; Y = " + resultPoint.Y);

Console.WriteLine("F(x,y) = {0:F10}", result);

Console.WriteLine("Точность: {0:F10}", Math.Abs(Func(new Point(-0.4164, -1)) - result));

Console.WriteLine("Количество шагов: {0}", steps);

}

/// <summary>

/// Метод Ньютона-Рафсона

/// </summary>

/// <param name="x0"></param>

/// <param name="eps"></param>

static void Run(Point x0, double eps1 = 0.1, double eps2 = 0.15, int M = 10)

{

int reiteration = 0;

List<Point> x = new List<Point>();

x.Add(x0);

List<Point> d = new List<Point>();

List<double> t = new List<double>();

// Шаг 1

Point gradF = GradFunc(x0); // !!! ненужная операция

Matrix H = Create\_H(x0); // !!! ненужная операция

// Шаг 2

int k = 0;

while (true)

{

// Шаг 3

gradF = GradFunc(x[k]);

// Шаг 4

if (gradF.GetLength() < eps1)

{

// а

PrintResult(x[k], k);

return;

}

// б

// Шаг 5

// а

if (k >= M)

{

PrintResult(x[k], k);

return;

}

// б

// Шаг 6

H = Create\_H(x[k]);

// Шаг 7

H = Matrix.Inverse(H);

// Шаг 8

double delta1 = Matrix.Determinant(new Matrix(H.Element[0, 0]));

double delta2 = Matrix.Determinant(H);

if (delta1 > 0 && delta2 > 0)

{

// а

d.Add(null);

d[k] = -1 \* H \* gradF;

}

else

{

// б

d.Add(null);

d[k] = -1 \* gradF;

}

// Шаг 10 //!!! шаг 9 и 10 перепутаны местами в алгоритме

t.Add(0);

t[k] = FindExtremum(x[k], d[k]);

// Шаг 9

x.Add(null);

x[k + 1] = x[k] + t[k] \* d[k];

// Шаг 11

// а

if ((x[k + 1] - x[k]).GetLength() < eps2 && Math.Abs(Func(x[k + 1]) - Func(x[k])) < eps2)

{

reiteration++;

if (reiteration == 2) // j - 1 тоже соответствовало данному условию

{

PrintResult(x[k + 1], k);

return;

}

}

// б

else

{

reiteration = 0;

k++;

continue;

}

}

}

/// <summary>

/// Главная функция

/// </summary>

/// <param name="args"></param>

static void Main(string[] args)

{

Stopwatch sw = new Stopwatch();

//Console.WriteLine("Тест 0");

//Console.WriteLine("Берем стандартные параметры");

//sw.Reset();

//sw.Start();

//Run(new Point(0.5, 1));

//sw.Stop();

Console.WriteLine("Тест 1");

Console.WriteLine("Берем стандартные параметры");

sw.Reset();

sw.Start();

Run(new Point(10, 10));

sw.Stop();

Console.WriteLine("Скорость алгоритма: {0} ms\n", sw.ElapsedMilliseconds);

Console.WriteLine("Тест 2");

Console.WriteLine("Увеличим eps1");

sw.Reset();

sw.Start();

Run(new Point(10, 10), 0.5);

sw.Stop();

Console.WriteLine("Скорость алгоритма: {0} ms\n", sw.ElapsedMilliseconds);

Console.WriteLine("Тест 3");

Console.WriteLine("Уменьшим eps1");

sw.Reset();

sw.Start();

Run(new Point(10, 10), 0.01);

sw.Stop();

Console.WriteLine("Скорость алгоритма: {0} ms\n", sw.ElapsedMilliseconds);

Console.WriteLine("Тест 4");

Console.WriteLine("Увеличим eps2");

sw.Reset();

sw.Start();

Run(new Point(10, 10), 0.1, 0.5);

sw.Stop();

Console.WriteLine("Скорость алгоритма: {0} ms\n", sw.ElapsedMilliseconds);

Console.WriteLine("Тест 5");

Console.WriteLine("Уменьшим eps2");

sw.Reset();

sw.Start();

Run(new Point(10, 10), 0.1, 0.01);

sw.Stop();

Console.WriteLine("Скорость алгоритма: {0} ms\n", sw.ElapsedMilliseconds);

Console.WriteLine("Тест 6");

Console.WriteLine("Уменьшим M");

sw.Reset();

sw.Start();

Run(new Point(10, 10), 0.1, 0.15, 4);

sw.Stop();

Console.WriteLine("Скорость алгоритма: {0} ms\n", sw.ElapsedMilliseconds);

Console.WriteLine("Тест 7");

Console.WriteLine("Увеличим M");

sw.Reset();

sw.Start();

Run(new Point(10, 10), 0.1, 0.15, 20);

sw.Stop();

Console.WriteLine("Скорость алгоритма: {0} ms\n", sw.ElapsedMilliseconds);

Console.ReadKey();

}

}

}

# Скриншоты результата выполнения программы

![](data:image/png;base64,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)

Рисунок 1 – Пример работы программы

# Выводы

В результате проделанной работы была разработана программа, которая выполнила поиск безусловного экстремума (минимума) заданной функции методом Ньютона-Рафсона. В ходе тестов были установлены следующие зависимости при изменениях параметров (таблица 1): при изменении каждого параметра результаты тестирования одинаковы. Это происходит вследствие того, что функция сходится с квадратичной скоростью и ей достаточно одной итерации для нахождения минимума даже при различных входных параметрах.

Таблица 1 – Исследование алгоритма путем изменения параметров

|  |  |
| --- | --- |
| Тест 1  Берем стандартные параметры  X = -0,415679963445337; Y = -0,99892942014492  F(x,y) = -1,0416596790  Точность: 0,0000065610  Количество шагов: 1  Скорость алгоритма: 6 ms | Тест 2  Увеличим eps1  X = -0,415679963445337; Y = -0,99892942014492  F(x,y) = -1,0416596790  Точность: 0,0000065610  Количество шагов: 1  Скорость алгоритма: 0 ms |
| Тест 3  Уменьшим eps1  X = -0,416670967771345; Y = -0,999976334826375  F(x,y) = -1,0416666660  Точность: 0,0000004260  Количество шагов: 1  Скорость алгоритма: 2 ms | Тест 4  Увеличим eps2  X = -0,415679963445337; Y = -0,99892942014492  F(x,y) = -1,0416596790  Точность: 0,0000065610  Количество шагов: 1  Скорость алгоритма: 0 ms |
| Тест 5  Уменьшим eps2  X = -0,415679963445337; Y = -0,99892942014492  F(x,y) = -1,0416596790  Точность: 0,0000065610  Количество шагов: 1  Скорость алгоритма: 1 ms | Тест 6  Уменьшим M  X = -0,415679963445337; Y = -0,99892942014492  F(x,y) = -1,0416596790  Точность: 0,0000065610  Количество шагов: 1  Скорость алгоритма: 1 ms |
| Тест 7  Увеличим M  X = -0,415679963445337; Y = -0,99892942014492  F(x,y) = -1,0416596790  Точность: 0,0000065610  Количество шагов: 1  Скорость алгоритма: 1 ms |  |

Также можно сравнить данный алгоритм с методами первого порядка (у них схожие входные параметры и виды функций), а также можно сравнить с методами нулевого порядка с общей функцией, для которой выполняется поиск минимума и сравнить их. Результаты приведены в таблице 2:

Таблица 2 – Сравнение различных алгоритмов при значениях x0 = (10,10) eps1=0.1, eps2 = 0.15, M = 10 для методов первого порядка и одинаковой исследуемой функции для методов нулевого порядка с eps = 0.1

|  |  |  |  |
| --- | --- | --- | --- |
| **Метод** | **Время** | **Точность результата** | **Шаги** |
| Хука-Дживса | 1 мс | 0.0065 | 8 |
| Нелдера-Мида | 1 мс | 0.026 | 7 |
| Розенброка | 1 мс | 0.017 | 2 |
| Покоординатного спуска | 3 мс | 0.0011 | 8 |
| Флетчера-Ривса | 3 мс | 0.00053 | 2 |
| Дэвидона-Флетчера-Пауэлла | 6 мс | 0.00549 | 3 |
| Ньютона | 6 мс | 0.000001323 | 1 |
| Ньютона-Рафсона | 6 мс | 0,0000065610 | 1 |

Как видно из таблицы 2, наилучший результат у метода Ньютона. Однако результат метода Ньютона-Рафсона незначительно хуже, учитывая различие алгоритмов лишь в вычислении параметра t. Время, затраченное на вычисление, незначительное и не делает данный метод хуже тех, кто работает на несколько миллисекунд быстрее.